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Abstract - Structured Query Language Injection Vulnerabilities (SQLIVs) have consistently been top-ranked for the past few 

years, as eventually specified by the Open Web Applications Security Project (OWAPS). SQL Injection Attack (SQLIA) is a 

technique that exploits SQLIVs that occur in the database layer of a web application. The consequence of SQL injection attack 

would be devastating. A successful attack can threaten data confidentiality, data integrity and application availability. Finding the 

proper solution to stop or mitigate SQL injection is necessary. Researchers introduce different techniques to develop secure codes, 

eliminate SQL injection vulnerabilities, and prevent SQL injection attacks for addressing this problem. This paper concentrates on 

various security approaches for eliminating SQL injection vulnerabilities in the early stages of the software development life 

cycle. It also describes some exist gaps in the current state of the art of eliminating SQL injection vulnerabilities.   

 

Index Terms - Web application; SQL injection; Vulnerabilities; Removal; Automated vulnerabilities elimination 

INTRODUCTION 

In today’s era, Web applications form the backbone of the modern Internet. Their popularity and acceptance are rapidly growing 

due to the utmost convenience, accessibility, and omnipresence they provide. These online applications are reliable and efficient 

solutions to business challenges, delivering information and services, and are a great communication medium. At the time of 

writing, the coronavirus disease (COVID-19) pandemic is still ongoing. Governments imposed restrictions by putting citizens 

under several forms of lockdown to avoid the warned Covid-19 new cases’ numbers. Therefore, people’s dependence on using the 

Internet increased significantly. In particular, Web applications are widely used to fulfil almost all their daily needs and activities 

such as social activities, work, education, and entertainment. Thus, Web applications have become a truly ubiquitous and 

transformative force in people daily life.  

Unfortunately, web applications are designed with hard time restrictions, and therefore, are often deployed with varying degrees 

of unexpected security vulnerabilities that are exploitable by hackers through different types of attacks [1]–[3].  

The high ubiquity of web applications, their high global exposure, the growing reliance on them, and the importance and 

sensitivity of the information stored in their database have made them an attractive target for cyber-attacks who always try to 

uncover and maliciously exploit such security vulnerabilities. Among web application vulnerabilities, Structured Query Language 

Injection Vulnerabilities (SQLIVs) have consistently been top-ranked for the past few years, as eventually specified by [4]–[7]. 

SQL Injection Attack (SQLIA) is a technique that exploits a vulnerability that occurs in the database layer of a web application. It 

takes advantage of SQLIVs in the input validation and improper handling of submitted requests in server-side programs which 

interact with the database server. 

The consequence of the SQL injection attack would be devastating. A successful attack hinders integrity, privacy, and information 

availability in the database. The attacker uses this attack intending to bypass the authentication procedure (authentication lost), 

extracting data from the backend database (confidentiality is lost), and/or altering existing data (integrity is lost)[8]–[12].  

In order to protect the application from a malicious user, test procedures for identifying and removing SQLIVs must be 

implemented earlier in the software development life cycle (SDLC) of Web applications before being deployed into production 

and open to a potentially malicious attacker[13].  

Over the past years, various mitigation approaches have been identified for securing Web applications by both the academic field 

and industries. Several papers have concentrated on SQL injection vulnerabilities [8][11] [14]–[17]. However, most existing 

review studies focus on SQLIVs detection, SQLIA detection, or/and SQLIA prevention. Very few studies discuss SQLIVs 

eliminating technique in the testing phase. This paper emphasised the techniques used to eliminate SQL injection vulnerability 

from the source code in the testing phase of web applications development. 

The rest of the paper is organised as follows. Section II gives an overview of related work. Section III and Section IV explain SQL 

injection vulnerabilities and  SQL injection attacks. Section V introduces several SQL vulnerabilities elimination approaches in 

the early stages of the software development life cycle. Section VI makes a brief description. Finally, Section VII is the 

conclusion. 

RELATED WORK 

References [2][12][15]–[19] discuss the various aspects of SQLI, such as SQLIA types, mechanisms, and prevention approaches, 

but they do not shed alight on the vulnerabilities removal approaches.  

Sadeghian, Zamani, and Manaf [20] presented a review of different types of SQL injection detection and prevention techniques. 

The paper focuses on the classification of available manual solutions and proposed solutions to prevent vulnerabilities after the 
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software deployment but does not discuss the available solutions to remove vulnerabilities automatically before the software 

deployment.  

Reference [19] presented a review on SQLI types, evasion techniques, and countermeasures. This paper classifies countermeasure 

for removing or blocking   SQLIVs into eight classes; parameterised query, least privilege, customised error message, system 

stored procedure reduction, SQL keyword escaping, and input variable length checking. However, it does not highlight the 

solutions that have been proposed to get rid of the vulnerabilities.  

Kindy and Pathan [21]  presented a detailed survey on types of SQL injection vulnerabilities, attacks, and their prevention 

techniques. However, this study focused on approaches that automate SQLIVs prevention at runtime. 

We can conclude from previous research that there is a shortage of papers dealing with deleting loopholes after their discovery. 

This research presents a classification of the existing techniques to eliminate such vulnerabilities and discusses their problems and 

strengths in solving the gaps. It also highlights the areas of research available for development. 

SQL INJECTION VULNERABILITIES  

SQL injection vulnerability (SQLIV) refers to possible software security flaws associated with database-driven web applications, 

which could be exploited through SQLIAs. Typically, SQLIV takes place in the code when user-supplied data (i.e., URL 

parameters or HTML form inputs) is allowed to propagate from input source to security-critical operation (e.g., database queries) 

without proper sanitisation. The vulnerability is caused by code fragments where unsanitised input is interpreted as SQL code 

instead of being treated as data. Depending on the environment, these security flaws might enable an attacker to compromise 

underlying databases of web applications resulting in unwanted extraction or insertion of data from or into a database.  

In order to prevent SQLIVs, prepared statements can be used, or vulnerabilities can be patched by sanitising or validating the user 

input before it is embedded into the query/beforehand. For this purpose, a security mechanism is applied between the user input 

(input source) and the sensitive operation (sensitive sink) so that malicious data cannot reach the sensitive operation[22]. 

SQL INJECTION ATTACKS  

SQL injection attack (SQLIA) is a notorious hacking technique in which the attacker exploits SQLIVs of web applications 

connected to a database to inject SQL code fragments into vulnerable input parameters (e.g. HTTP requests). The malicious code 

masquerades as user input and is embedded in the SQL query. Executing such SQL statements by the database might enable the 

attacker to view, modify the database structure, or manipulate critical data[17].  SQLIAs are possible due to insufficient input 

validation or improper construction of SQL statements in web applications[22]. 

 

The main consequences of successful SQLIA include loss of confidentiality, authentication, and integrity of information in the 

database. The attacker can obtain control over and access the backend database without providing an authentic user name and 

password, which is a major problem with SQLIA and may lead to damaging ramifications since the backend database usually 

stores sensitive assets [11][23]. 

 

A. Basic SQL injection attack types 

There are many types of SQL injection attacks that hackers have developed for exploiting SQL injection vulnerabilities. Related 

studies such as [24][25] have  classified SQL injection attacks as follows: 

Tautologies 

Illegal/Logically incorrect queries 

Piggy-backed 

Stored Procedure 

Alternate encoding 

Inference Based Attacks 

Blind Injection (True/False) 

The interested reader can refer to [17] and [19] for more details about SQLIA basic types. 

 

B. SQL injection types based on input mechanisms 

Practically, SQL injection can be introduced into vulnerable web applications using two main mechanisms based on the injection 

order: first-order SQL injection and second-order SQL injection [17] [24][11]. 

First-order SQL injection 

First-order attack is the basic type of SQL injection attack. In this attack, the attacker inserts SQL commands into a vulnerable 

input field that flows directly from an entry point (e.g., $_GET) to a sensitive sink (e.g., mysqli_query); the successful injection 

results are delivered immediately upon user-input submission. First-order SQL injection attacks can be launched using any 

aforementioned attack types by injecting malicious input throw user input, cookies, or server vulnerabilities[2][11]. 

 

C. Second order-SQL injection 

Second-order SQLIA, also called stored or persistent SQLIA, is a particular type of SQLIA that is more severe and more difficult 

to be detected and has strong concealment [17] [25]–[27] Second-order attacks belong to multi-step attacks and are accomplished 

by combining two-step inputs[28]. A Second-order SQL injection attack is developed on a first-order SQL injection attack. In 
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such attacks, the attacker first seeds SQL commands into the database and uses that input later in a sensitive sink to launch the 

attack. Web applications must have a vulnerability that allows malicious code injection into the database before the second attack 

input is entered. To illustrate, Figure 1. presents the Web application state transition diagram of such an attack. 

 

 

Fig. 1 Web application state transition diagram Adapted from [28]. 

 

D. SQLIVs elimination approaches 

This section elaborates on the security techniques/mechanisms proposed by researchers to eliminate and prevent the introduced 

vulnerabilities. Various mitigation techniques have been identified for securing Web applications from SQLIVs. Some of the most 

relevant literature for defending SQLIVs are going to be discussed.  

Existing approaches for eliminating SQLIVs can be categorised into two main categories; manual defensive coding practices and 

automated vulnerability removal approaches[18].  

Manual defensive coding practices 

Secure coding practice is a common and very effective way for defeating SQLIVs and minimising their exploitation probability. 

Secure coding enables the developers to follow secure code practices during the application development to avoid such 

vulnerabilities[29][30].  

These code practices involve escaping, properly sanitising user-supplied input, data type checking, parameterised queries, using 

stored procedures, whitelist filtering, and using the principle of least privilege. OWASP’s SQL injection prevention cheat sheet 

provides useful manual defensive coding guidelines [39]. For example, parameterised queries, where the developer must define all 

the SQL code first, use a placeholder (e.g. “?”) as a reference to user inputs, and then pass each input to the query later. This 

coding style allows the database to distinguish between code and data, regardless of what user input is supplied, thereby avoiding 

attacks. Another example is proposed in [31], where a high-level input validation mechanism is introduced in order to block 

malicious input to Web applications.    

 

Reference [32] proposed a secured coding approach for SQL injection prevention. Developers can use this approach at the time of 

development to secure their applications against SQL injection attacks. In this approach, all user input must be checked 

thoroughly before interacting with the database. The main focus was on; input and URL validation, data sanitisation, prepared 

statement, and query and session tokenisation.  

 

E. Automated vulnerability removal approaches 

Usually, after having detected vulnerabilities by using detection methods, other methods could be applied to cure the web 

application, such as applying the prepared statements technique or inserting sanitisation methods to the vulnerable code. Existing 

approaches for automating vulnerability prevention can be divided into two main approaches: fixing the vulnerability in the early 

stages of the web application development and curing the application once it is under attack. In this section, we are going to 

discuss the former one. Approaches for eliminating SQL injection vulnerabilities at the testing phase, before the application 

deployment, can be classified as follows: 

 

F. Parameterised query insertion 

Prithvi et al. [33] applied a method to eliminate SQL injection attacks in legacy web applications by automatically retrofitting 

prepared statements through automated code transformation.  This method uses symbolic execution to identify the query’s 

arguments and requires the original source code to be maintained so that the method can regenerate it upon the modifications. 

Thomas and Williams [34] proposed an automated method for retrofitting SQL statements with prepared statements. This method 

automatically transforms the code to secure SQL statements by injecting prepared statements to the abstract syntax tree of the 

code so that it does not allow altering the query structure during the runtime. 

Dysart and Sherriff [35] introduced a solution that identified potentially vulnerable queries and then generated a new solution 

using the prepared statement technique. The framework established vulnerability detection by parsing the SQL statement to 

identify if any variable is used to build the statement without sanitisation. The aim was to provide the developer with quick 

feedback that could help them maintain their software. 

Reference [36] proposed a learning-based approach for mitigating SQLIVs. The authors use vulnerable source code collected 

from GitHub [37], and handcrafted SQLIV fixes based on OWASP prepared statement guidelines[38] to generate training data 

and then feed training data to a hierarchical clustering-based model. The abstract syntax tree (AST) of the vulnerable code is 
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compared with AST of a similar cluster to find a match and suggest fixes for the vulnerable code. This approach relies on a static 

analysis technique to spot the vulnerable SQL statements.  

 

Abadi, Feldman, and Shomrat [39] presented Code-Motion for automatic eradication of SQLIVs, an algorithm that automatically 

replaces the code that makes use of Statement API to use PreparedStatement API instead. However, this algorithm is restricted to 

particular scenarios; it cannot perform code refactoring if the number of variables and the variables’ type is on different sides of a 

conditional query. 

 

Reference [40] presented an approach to automatically detect and fix three Web security risks: cross-site scripting, server 

misconfiguration, and SQL injection. This approach used a static analysis tool, ESLint [41], to detect and fix vulnerabilities 

automatically. The authors implemented four ESLint rules for eliminating vulnerabilities. According to the authors, these rules 

enhanced the tool to fix XSS and server misconfiguration automatically. However, it just suggested cod fixes using prepared 

statements to guide the developer in eliminating SQLIVs. 

 

 

G. Data Sanitization  

Medeiros, Neves, and Correia [1] introduced an approach for detecting and removing SQLIVs. This approach used a combination 

of taint analysis and data mining to detect the web application source code vulnerabilities. After performing the vulnerability 

detection, the approach applies the code correction automatically to the source code using the information returned by taint 

analysis about the slice of the vulnerable code. The vulnerability removal is done by inserting fixes to the SQL statement before 

reaching a sensitive sink (e.g., mysql_query). These fixes apply PHP sanitisation functions (e.g., mysql_real_escape_string) to the 

statements’ arguments to make them sanitised before executing the statement by a sensitive sink. However, this approach is 

limited to removing first-order SQLIVs. It applies to escape methods to sanitise the data before inserting it into the database; 

however, this data can be retrieved later to build a new SQL query, leading to second-order SQLIV. 

Mui and Frankl [42] presented an automatic technique for identifying and sanitising vulnerable SQL statements to SQLI. This 

technique uses a combination of static analysis and program transformation techniques. The static analysis is devoted to 

identifying and locating the vulnerable SQL statement, and then instrumentation is used for inserting sanitisation function calls. 

The location where the calls are inserted is determined based on the location of where the tainted variable is concatenated into the 

SQL query. The sanitisation function type is determined based on the type of the tainted variable corresponding attribute in the 

database schema; an SQL parser and the database schema are used to identify the attribute type. 

 

 

Fig. 2 General Mapping of SQLIV eliminating approaches 

H. Input validation 

Scholte et al. [43] presented a novel technique for eliminating SQLIVs and XSS vulnerabilities in Web applications by 

transparently learning data types of Web application parameters during testing and then enforcing robust validation for these 

parameters at runtime. That technique was implemented into a tool called IPAAS (Input Parameters analysis System). However, 

the proposed technique I incapable of preventing SQLIAs through parameters that accept free text. 

Reference [44] presented a platform for predicting and correcting SQL injection and XSS vulnerabilities using machine learning. 

The proposed system first scans the Web application using different payloads for different vulnerabilities and then use the 

scanner’s output as an input to a fortifier that suggests a secure code to the user using built-in sanitise functions. 

Reference [45], propose a framework for detecting and removing SQL injection vulnerabilities in Islamic websites. The 

framework employs evolution programming to model web application SQLIVs fixing as a search problem by establishing co-

evolution of web applications and test sets. This framework establishes a competitive co-evaluation of vulnerable web application 

sets and test sets; only those web applications that are able to defend test attacks and pass legitimate input tests are involved to the 

next generation. Consequently, a more secure source code that can produce a secure version of the original code is generated. 

Discussion  

In practice, secure coding practices do not guarantee a secure Web application. Most developers are usually under time-to-market 

pressure and often misuse/unknowingly neglect these defeating methods when using database technologies, resulting in SQLIVs. 
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That might result from the lack of training, lack of security skills, lack of effective preventing techniques, or/and lack of 

experience [46] [47]. 

Additionally, some programming languages, such as PHP and Java, provide various defense mechanisms for developing secure 

web applications. Unfortunately, that does not guarantee secure web applications. The developer may not enforce the security 

mechanisms during coding and may sometimes not use the proper validation, leading to advanced attacks, partly due to 

inexperience, lack of security concern, or time [48]. 

Fixes suggestion tools provide quick feedback to the developers that could aid them in maintaining their software. However, these 

techniques only aid the developer by suggesting a safer code to eliminate the vulnerabilities and leave their removal as a burden 

on the programmer.  

The prepared statement is one of the most used approaches for fixing SQL injection vulnerabilities. It is known that separating the 

code from the data sent by the user is one of the best ways to implement sentences safely. However, practically not all vulnerable 

columns/parameters are applicable to this separation technique. Therefore, there must be another technique to deal with such 

cases. 

Moreover, most of the discussed approaches only addressed fixing the first-order SQLIVs and did not consider the second-order 

SQLIVs fixing. However, a mechanism to fix SQLI vulnerabilities cannot afford to defend against the second-order SQLIA attack 

because the malicious inputs supplied by the attacker are concatenated with the SQL statement at the database level, not at the 

application level. To the best of our knowledge, none of the current automated methods, but [36], is able to do this. Hence, the 

actual fixing of the vulnerabilities is left for the human developer to handle. Manual removal of such SQL injection vulnerabilities 

is tedious, error-prone, and costly. Second-order injections are difficult to prevent as the point of injection is different from the 

point of attack. Thus, more care should be taken in order to detect and prevent them. Both attack points should be validated 

carefully (Point of injection as well as point of attack). 

CONCLUSION  

SQL injection is one of the severe threats to web applications security. Research is ongoing for an effective way to test the source 

code early before the software deployment and eliminate this threat. SQL injection attack is a notorious hacking technique in 

which the attacker exploits SQLIVs of web applications connected to a database to inject SQL code fragments into vulnerable 

input parameters (HTTP requests). The malicious code masquerades as user input and is embedded in the SQL query. The main 

consequences of successful SQLIA include loss of confidentiality, authentication, and integrity of information in the database. 

Although many reliable solutions have been proposed for SQLIVs detection and prevention in web applications, it still exists and 

has become a giant threat to many organisations. This paper focused on the approaches introduced to eliminate SQLIVs in web 

applications source code during the testing phase. There is a lack of techniques to eliminate or remove these vulnerabilities from 

the source code of the web applications prior to deployment. Therefore, more research is needed in the field of SQLIVs detection 

and removal from the source code of web applications in the testing phase before deployment. The study states current approaches 

to eliminating SQLIVs on which can be further extended and analysed. 
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